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Abstract

For over twenty years the Text Encoding Initiative (TEI) has managed and developed a set of encoding guidelines for 
the representation of humanities, social science, and linguistics -- to preserve and share -- texts in digital form. Using 
Extensible Markup Language (XML) as its backbone, TEI is the generally accepted encoding model for the digital 
humanities. Due to XML’s extensible nature, it can often be difficult to share these files, and problematic to make them 
interoperable. Our Application Programming Interface (API) for TEI-XML documents addresses these challenges. It 
requires no prior programming experience to use, can be installed using standard File Transfer Protocols (FTP), and 
is able to return multiple interoperable views of a TEI-XML file using a Uniform Resource Identifier (URI) as its method 
of query.
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Problem Statement

How do we build a RESTful Application Programming Interface (API) for TEI-XML documents that provides greater 
interoperability while at the same time is easy to use by an audience with backgrounds in the humanities, social 
sciences, and linguistics.

What is TEI?

● TEI stands for The Text Encoding Initiative
● It is a consortium which collectively develops and maintains a standard for the representation of texts in digital 

form.
● Its chief deliverable is a set of Guidelines which specify encoding methods for machine-readable texts, chiefly 

in the humanities, social sciences and linguistics
● XML is the language used for encoding
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Background & Context

A typical TEI Digital Humanities project usually consists of the following components:

● A digitized collection of textual objects. The types of these objects could be diverse and might include things 
like letters, books, newspapers, and diaries.

● Digital transcriptions of these items in the form of XML files that use the TEI Schema. These encodings would 
contain tags that highlight items of interest to the respective project. For instance, one project may be 
interested in capturing information related to persons mentioned in their texts, while another focuses on places.

● An application that allows users to interact with the TEI-XML encoded documents. This interaction could take 
the form of the properly formatted display of the text, it also could be something as simple as listing person 
names contained within the text.

This project intends to help Digital Humanities projects with the third bullet point.
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Background & Context (continued)

Chris Sumption has been a research intern with a TEI-XML Digital Humanities project for the last five quarters and 
has witnessed firsthand the challenges faced when building applications that display the contents of a project’s 
TEI-XML archives. There are usually two scenarios that occur:

● The first, if it can afford to, a project brings in outside developers to custom build a viewer. 

● The second, the project members look to other projects to see if they can adapt an open source solution to fit 
their own needs. At this point many projects hit a brick wall. The documentation and technologies presented to 
users who might want to apply these solutions are often nonexistent or worse, designed for computer 
scientists, not historians.
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Desired Outcomes

This project intends to deliver a working RESTful Application Programming Interface (API) for TEI-XML Encodings 
prototype by May 20th, 2016. This prototype will:

● Provide an interface for applications and humans that that will allow clients easy access to a DH project’s 
archive of TEI-XML encoded documents. If applicable this interface will also enable the archived TEI data to be 
more interoperable with TEI data from other projects and domains.

● Be able to be implemented by individuals who have a minimum of technical expertise. This will be 
accomplished through the architecture of the API and the design of its documentation. 

Intended Audience for this Prototype
Scholars, Archivists, Educators, Enthusiasts, and Programmers with varying backgrounds and levels of experience.
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Social Impact

A Digital Humanities project preserves a record of the past while at the same time making that record available to the 
general public. Typically, these projects are staffed with individuals with backgrounds in the Humanities, not Computer 
Science. This lack of technical knowledge typically forces a project to bring in outside developers. If a project does not 
garner enough funding to cover these added costs, this record cannot be properly presented. Basically, if the project 
has money, the public gets access.

This project will not completely solve this barrier to access, but it will make it easier and more cost effective for these 
projects to publicize their materials.
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Resources, Experts & Tools

This project will be using the following technologies and tools: 

● eXtensible Markup Language(XML), Text Encoding Initiative (TEI), Application Programming Interface (API), 
Hyper Text Markup Language (HTML), Representational State Transfer (REST), Hypertext Preprocessor 
(PHP), Javascript, GitHub, and Linux.

This project will be using the following resources: 

● Web server space for hosting documentation relating to the project and its prototype. 

This project will take advantage of the following experts: 

● David Stearns Ph D (Information Systems Development)
● Sarah Ketchley Ph D (Digital Humanities, TEI, Egyptology).
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Schedule & Milestones

         project proposal

Initiation & Design Phase Development Phase (continued)

01/13/2016 Project Proposal 04/08/2016 Complete Sprint 2

02/03/2016 Discovery Brief 04/15/2016 Complete Sprint 3

02/17/2016 Conceptual Design 04/22/2016 Complete Sprint 4

03/09/2016 Design Blueprint 04/29/2016 Complete Sprint 5

05/06/2016 Complete Sprint 6

Development Phase 05/13/2016 Complete Sprint 7

04/01/2016 Complete Sprint 1 05/20/2016 Prototype Delivery



discovery

Literature Review, Audience Research, 
Comparator Analysis, Feature Requirements



In order to successfully solve the problem outlined in our problem statement, we identified three major goals:

Useability
Because this prototype and the documentation associated with it will be used by a diverse audience of users with 
varying levels of technical experience, it is important that it be useable by all audience members.

Interoperability
By the end of this development cycle our prototype must be able to make any TEI-XML file that it interacts with, more 
interoperable with other TEI-XML files.

Changeability
Our prototype must follow software architecture best practices. Future versions of the prototype must be compatible 
with past implementations.
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Typically, digital humanitarians encode texts for three reasons: to preserve longevity, to help in the analyzing of a text, 
and to share that text with other audiences  (Bauman, 2011). Using XML as its backbone, the Text Encoding Initiative 
(TEI) is the generally accepted encoding model for the Digital Humanities. 

Schöch (2013) gives a very good overview of TEI, he explains:

Technically, TEI documents are usually considered semi-structured; usually, they follow a data model expressed 
in a schema, but such schemas allow for considerable flexibility. In addition to a very clean transcription of the 
text, digital editions using TEI can make a lot of information explicit: first of all, TEI files contain not just the full 
text, but also metadata associated with the text (in the teiHeader section); also, the data is structured and 
explicit: there is markup making the structure of the text explicit, identifying parts, chapters, headings, 
paragraphs, as well as page and line breaks, for example. Finally, many more types of information can be 
specified: for example person names in a novel or play, place names in a letters or documents, and many more 
things; and links to other parts of the documents and to external documents. Making all of these things explicit 
allows to visualize them in specific ways and to index, count and analyze them computationally.
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We intend to address what Schöch touches on in the last sentence of his overview, how TEI documents can be shared 
or made interoperable with not just each other but other non TEI data. This literature review will: explain the challenges 
involved with TEI document interoperability; cover how current Digital Humanities usability research can influence how 
these challenges are approached; and review more recent attempts to further a TEI interoperability solution. I then 
intend to build upon this previous work by suggesting a new line of Design Research that holds potential for addressing 
the challenge of TEI interoperability.

A bone of contention within the Digital Humanities community is whether or not the TEI XML standard can allow its 
users to make their encoded texts interoperable. According to Bauman (2011), “An interoperable text is one that does 
not require any direct human intervention in order to prepare it to be used by a computer process other than the one(s) 
for which it was created.” The challenge with making TEI-encoded texts interoperable has to do with the “flexibility” that 
Schöch mentioned in his overview. There are viewpoints that express that interoperability is probably an impossible 
task due to the nature of the TEI XML tags used. If you set your tags up so they align with a particular application or 
process, more than likely you will start abusing the names of those tags. On the other hand, if you try to anticipate 
interoperability with processes not yet invented, you run the risk of decreased expressiveness in your tagging system 
(Bauman, 2011). 
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Other viewpoints are more optimistic and see this as a people problem by explaining that the goal of interoperability 
doesn’t necessarily have to be impossible, it just means that developers need to take into account that biases do get 
instilled into tagging choices because every person sees things differently when they look at a text (Schmidt, 2014). 
Voices within the library community emulate this “people” viewpoint. McDonough (2009) points out that, "if we are to 
deal with the issues of interoperability that continually manifest themselves in the realm of structural metadata 
standards for digital libraries, we need to cease viewing this purely as a technical problem, and acknowledge that it is 
the result of the interplay of technical and social factors.”

So, if it’s recognized that people are a major component to this challenge, it makes sense that Human Computer 
Interaction (HCI) and Design Research might be able to provide some answers. Recent usability research into Digital 
Humanities tool use seems to suggest that tools don’t need to be more sophisticated, they need to: be more 
transparent, applicable to a broader audience of traditional humanitarians, and favor ease of access over polished 
visualizations (Gibbs & Owens, 2012). Through prototyping, Daniel Carter explored different visualizations of TEI 
documents but more importantly he touched on the issue of interoperability by imagining the implications involved by 
the use of standoff markup when moving TEI annotations to external files (Carter, 2014).
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Schmidt (2014) takes the idea of separation of markup a step further by explaining that:

To achieve interoperability—the ability to load a transcription into various programs without modification—it is 
thus obvious that the markup must first be removed from the text, because it is the markup that contains virtually 
all of the interpretation, and what little interpretation remains does not stop the text from being interoperable.

He even goes so far as to suggest a structure for this separation by arguing that since TEI-encoded data can be 
organized into markup, annotation, metadata, and the plain text itself, those classes could be leveraged to divide the 
TEI document into a bundle of files containing: plain text or HTML files that witness the text, markup if plain text is used, 
files containing annotations, and files for metadata about the text (Schmidt, 2014).

That’s where research into TEI interoperability is currently at. To summarize, the TEI-encoding standard is important to 
Digital Humanities research. A major drawback to the standard is that it's difficult to make its encoded documents 
interoperable without weakening it in some way. Furthermore, the interoperability challenge may not be a technical one 
but instead a people challenge. If that’s the case, then best practice would suggest that a solution to this 
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challenge should be user focused, less sophisticated, but be able to support quick and easy visualization of 
TEI-encoded data originating from a broad audience of users. Research within the last couple of years shows that the 
separation of the different data classes within a TEI-encoded file may be a solution to the interoperability challenge.

Carter and Schmidt are on the right track by exploring the separation of data classes but I believe they are overlooking 
the people part of the problem. They are adding multiple files and complicating use of the TEI standard. What if instead 
of having users create multiple physical representations of the information contained within a TEI document, you 
instead keep the encoded file intact then use it as a data source from which an application interface could draw out 
those multiple class visualizations, which then could be presented to human or machine users. This type of technology 
already exists in what is known as Representational State Transfer (REST). A RESTful web service uses anything a 
web server can manage like XML files, whole database tables, specific database records, algorithms, etc... then allows 
those resources to be easily addressed, represented in different interchange formats, and in some cases manipulated 
(Stearns. 2015). Therefore, I propose design research that seeks to fill this “people” gap exposed in this literature by 
addressing the following research question: will the design, construction and implementation of a RESTful Application 
Programming Interface (API) for TEI-encodings contribute a solution to or at the very least produce additional avenues 
of exploration concerning TEI-encoding interoperability?
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During our audience definition workshop we came up with a general sketch of traits that we would expect to see in 
users of our RESTful Application Programming Interface (API) for TEI-XML documents.

● Scholars, archivists, educators, enthusiasts, and programmers.
● Have a background or interest in the Digital Humanities.
● May or may not have backgrounds in the humanities, social sciences, and linguistics.
● Ages 18 - 80
● Involved with a research project that: 

○ works with textual documents that have been encoded using TEI-XML
○ wants to make available their texts available to a broader audience
○ wants to be able to output the data from their documents into other applications
○ has a web presence, and the technical expertise to be able to upload content to that presence

         audiences



We then wanted to compare that sketch to actual TEI-XML users. We interviewed three TEI-XML users breaking up 
questions into four general categories:

         audiences

User Background Display Related TEI-XML Related Documentation

Questions relating to 
background and what drew 
the user towards TEI-XML 
research

Questions relating to 
technologies worked with 
or exposed to

How the user publishes 
content to the web 

Questions relating to the 
display of their TEI-XML 
files

Basic assessment of the 
user's level of TEI-XML 
proficiency

Things the user would like to 
be able to do with your 
TEI-XML files that you're not 
able to do right now?

Users success and failure 
stories working with API 
documentation



From those interviews we gained a sense of some of their experience, motivations and barriers real world users 
encounter while pursuing their TEI-XML research. 

● They were all in their mid forties.
● Our group of users have a diverse range of technical experience, but common traits included: basic 

understanding of web content publishing practices and proficiency working with the File Transfer Protocol (FTP), 
XML experience, HTML experience, and experience working with a content management system like Wordpress.

● Our users all had a desire to make their TEI-XML research not only readily available by a broader audience, but 
also interoperable with other data sets (not necessarily TEI-XML data)

○ Consideration: It may be important to find at least one user who is not interested in interoperability.
● Our users have all had bad experiences working with TEI-XML documentation (among others), but when they 

had good things to say, they stated that relevant examples were what made those interfaces useable.

We then used those interviews to develop three personas for our project.
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Persona One: Scholar

         audiences

Background: Specialty is art history in the first millennium, has taught courses 
in Egyptian history and archeology, currently working on a project that digitized, 
transcribed, and encoded travel diaries from the turn of the twentieth century 
using TEI-XML.

Technologies Used: HTML, TEI-XML, XSLT, Wordpress, Mac, FTP, Omeka, 
Wikimedia, Oxygen

TEI-XML Related: Has never created or modified TEI-XML tags, When looking 
at other projects TEI-XML files: first looks if the project is tagging people names 
then looks at how the project tagged TEI-Header data.

Goal: Be able to dynamically connect the person names in the projects TEI-XML 
files to biographies about those people stored in the projects Omeka platform.



Persona Two: Semi Technically Proficient Enthusiast

         audiences

Background: speculative fiction writer who is currently researching Annie Jump 
Cannon for use in a fiction story, wants to create a biographical work about 
Cannon. Has found writings connected to her, but are not publicly accessible. 
Wants to transcribe those records, encode them using TEI-XML and make them 
publicly accessible.

Technologies Used:  HTML, XML, TEI-XML, Wordpress, Drupal, Windows, FTP

TEI-XML Related: Has never created or modified TEI-XML tags, and has never 
really looked at another projects TEI-XML files.

Goal: wants to create an online dynamic timeline of Annie Jump Cannon’s 
writings that allows the viewer to see her writings in the context of data collected 
from other astronomers of the period.



Persona Two: Technically Proficient Enthusiast

         audiences

Background: Works in the tech industry. In her spare time digitizes, transcribes, 
and encodes depression era diaries using TEI-XML standard. Discovered TEI 
while researching best practices for the preservation of archival records in digital 
formats.

Technologies Used:  HTML, XML, TEI-XML, Javascript, PHP, Wordpress, 
Drupal, Windows, Terminal / Command Line, FTP, SSH, MySQL, Omeka, 
Wikimedia, Linux

TEI-XML Related: Uses TEI documentation extensively. Has never modified a 
tag name, but has created own attributes. When looking at TEI-XML files from 
other projects, is interested in how the project handles place metadata.

Goal: Wants to be able to easily display diary entries on a map, intermixed with 
entries from other historical documents from the same time period



In order to not reinvent the wheel, our project group researched existing technologies that had similar functionality or 
goals. We were unable to find any existing tools that would provide the same functionality that our REST API prototype 
would deliver, however the analysis did uncover some interesting components from those tools that may be of use by 
our project. For instance:

● Usability of competing API documentation by a non technical audience seemed to be a common thread. Which 
means our project can’t adapt their content style, but we might be able to look to their content structure for 
inspiration.

● The Omeka REST API Documentation educates the user by providing an explanation of what a REST API is. It 
also provides the user with examples of how to use their API. Should our API documentation take that a step 
further and provide a real world demonstration of functionality?

● Altova’s XML Spy documentation showed people using their tool. As we looked at competitor API documentation, 
the one thing we didn't see was people. We should include images of people implementing our API.
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The Omeka REST API Documentation

Interesting Features:
● Provides the user with an explanation of what a REST API is

○ Covers basic topics geared towards beginning users
○ Also speaks to developers

● Provides user with examples of how to use the API
Challenges:

● Explanations are too short; beginners would have trouble grasping the 
concepts.

Further Exploration:
● The Omeka code is open source, it might be beneficial to take a closer 

look at how the developers approached the development of their API. 

http://omeka.readthedocs.org/en/latest/Reference/api/index.html
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The Parse REST API Documentation

Interesting Features:
● Is more organized than other API documentations

Challenges:
● Target audience of the documentation is developers
● Difficult for a beginner user to understand

Further Exploration:
● None at this time

https://parse.com/docs/rest/guide#quick-reference-objects
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The Enchant REST API Documentation

Interesting Features:
● Does a very good job of explaining how to use the API (to 

developers)
● Focuses on pragmatic RESTful design

Challenges:
● Target audience of the documentation is developers

Further Exploration:
● None at this time

http://dev.enchant.com/api/v1
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SAX: Simple API for XML

Interesting Features:
● An API developed by Oracle to deal with XML conversion 

and management

Challenges:
● documentation is hard to find and not clear whether or not 

you should use Oracle’s or the SAX-made documentation.
● Oracle API documentation has hard code in it, which will 

make it difficult for non-code savvy users to implement their 
API

Further Exploration:
● None at this time

https://docs.oracle.com/javase/tutorial/jaxp/sax/
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Altova XML Spy

Interesting Features:
● Visual/graphical interface to manage XML files
● Allows comparisons between different XML documents
● Documentation is very user friendly, directed towards less 

technology-savvy people (uses visual examples)

Challenges:
● Not open source
● Is a tool, not an API

Further Exploration:
● Their use of imagery in their documentation

http://www.altova.com/xmlspy.html
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         required features

Feature Description Map to Goal

Understandable Documentation In order to remove barriers from useage, adequate 
documentation must be provided and should meet the 
following requirements:

● It must be easy to find
● It must be easy to understand (it cannot be written 

for a programmer)

Usability

Using the information collected from our literature review, audience research, and comparator analysis, we defined the 
following list of required features for our prototype.



         required features

Feature Description Map to Goal

Easy Implementation In order to accommodate varying levels of technical 
proficiency, the prototype must:

● Be able to be installed via FTP
● Be able to be configured using commonly available text editing 

software
● Be able to use technologies that would typically be found on a 

LAMP server

Usability

Understandable Interface Because the interface for a RESTful API is text based (via a 
URL), it is important that the syntax used by the interface 
make structural sense while at the same time be human 
readable.

Usability

Open Source In order to make TEI-XML files more interoperable, users 
need to adopt technologies that assist in that effort. 
Charging for these tools would act as a barrier to 
interoperability.

Interoperability, Usability



         required features

Feature Description Map to Goal

Provides a Text View Upon request, the prototype should deliver a 
view of the TEI-XML file’s text only content that 
exists between the opening and closing “text” 
tags. This view would be the most interoperable 
view because most if not all applications can 
use straight text.

Interoperability

Provides a HTML Markup View Upon request, the prototype should deliver a 
view of the TEI-XML file’s text and markup 
content that exists between the opening and 
closing “text” tags. This view would not be as 
interoperable as text but HTML is well 
supported by technologies such as web 
browsers..

Interoperability



         required features

Feature Description Map to Goal

Provides an Annotation View Upon request, the prototype should deliver a 
view of the any of the “annotation” tags that 
exist within the opening and closing “text” 
tags of the TEI-XML file.

Interoperability

Provides a Document Metadata 
View

Upon request, the prototype should deliver a 
view of the any of the “document metadata” 
tags that exist within the opening and closing 
“teiHeader”” tags of the TEI-XML file.

Interoperability

Must Have Version Control In order to allow for the prototype to be 
updatable, it will have the ability to support 
versioning and backwards compatibility.

Changeability
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Storyboards, Mood Boards, Paper Prototype, User Testing, Findings, 
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         mood board (for the api)

Since the interface for our API is 
unformatted text, we decided that a 
textual analysis of the content of the 
Text Encoding Initiative (TEI) P5 
guidelines could serve as a kind of 
“textual” mood board that informs the 
syntax used for API calls and 
responses.

After analyzing different segments of 
the TEI documentation, we found the 
introductory parts to be the most user 
friendly, especially when considering 
our target audience. 



         mood board (for the documentation)



         paper prototype (rough concept)
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         paper prototype



Introduction:

Hi, My name is [name]...

We may be taking pictures of you interacting with our 
prototype. Is that okay? [permission form]

[Confirm they are a researcher who is familiar with the 
Text Encoding Initiative (TEI)]

Our project, apitext is building a RESTful Application 
Programming Interface (API) for TEI-XML documents 
provides greater interoperability for these documents
easy to use by an audience with backgrounds in the 
humanities, social sciences, and linguistics.

         user testing - script

We are at the preliminary stages of our design process. 
We have developed what is called a low fidelity or paper 
prototype. It’s basically a rough representation of how we 
think our prototype will be used.

You are going to help us by testing this prototype. You 
will be given two or three tasks to complete. While you 
are working on those tasks, it would great if you could 
talk aloud your actions and your thought process as you 
work through these tasks.

Introduce the prototype web interface…does this 
browser interface seem familiar?

For instance If you wanted to type a url to a website, 
where would you type it?



Demonstrate to user:

clicking, links, typing, cutting and pasting, back button, 
etc…

Remember to talk aloud your actions

[Explain the scenario] You’re a TEI researcher - You 
have your TEI-XML file that you have created - You have 
a folder where your file lives.

You have heard about apitext and want to try it out with 
your own TEI-XML file.

You are at the Apitext website.

         user testing - script

Tasks to complete:

Using the apitext website, install the apitext API

Once installed, spend some time experimenting with the 
interface

Who is the the publisher of this TEI-XML file?

Is the Great Barrier Reef mentioned in your TEI-XML 
file?

I would like to run your text through my text analysis tool, 
do you have a text only version of the contents of your 
TEI-XML file. If so, could you give me a link?



         user testing - sessions
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Our design not only includes a RESTful API for TEI-XML documents, it includes the documentation for how to use it. 
In our design process we made the conscious decision to treat both the documentation and the API as one prototype. 
Much of our testing to date has focused on how to get the user from successfully reading about the API to actually 
using it. Our most recent round of user testing showed that our design fundamentally supports that goal, however we 
uncovered the following list of improvements that should be included in the next iteration of the design.

It’s important to give the users the ability to use the interface early on in the API 
documentation process.
On multiple occasions users stated that after using the paper prototype they had a better understanding of what the 
purpose of the API was, this was even after reading the documentation. This feedback can be used in two ways:

1. Our API documentation should contain an interactive demonstration version of the interface.

2. This demo should be presented early on in the documentation, maybe even the first content the user 
processes after the apitext logo. This should aid in better user comprehension of our content.

         summary of findings



Syntax used in the API and its accompanying documentation cannot be targeted exclusively 
towards users experienced with TEI.

We geared the paper prototype towards users experienced with TEI. When we tested users who were very technically 
savvy, but unfamiliar with TEI, they had difficulties completing the provided tasks. This raises the question, what if a 
TEI researcher brings on a programmer who is unfamiliar with TEI terminology? We think the answer to that question 
is, element syntax can still be TEI heavy, but element descriptions should be useable by a broader audience.

Multiple users did not want to follow a step by step process when using the paper prototype 
documentation.

On two occasions, users interacting with the prototype documentation did not follow the order of steps provided. 
These users wanted to explore how to use the API before installing it. This observation supports the previous idea of 
providing users a demonstration version of the API as part of our documentation.
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Cutting and pasting support for our documentation.

The initial version of our paper prototype had users writing in Uniform Resource Identifier (URI) endpoints onto a 
small whiteboard surface in order to simulate typing those requests into the search bar of a browser. When tested 
with actual users, this was a disaster. Version two of the paper prototype supported symbolic cutting and pasting of 
the necessary URI’s. This was obviously a failure of the initial design of the paper prototype itself, but it does illustrate 
a potential barrier to the use of our documentation. We need to support and include examples of URI requests that 
can be cut and pasted into the user’s browser.

The transition from the API documentation to actually using the API is important.

On each user test, there was confusion when the user crossed the threshold from reading the documentation to 
actually using the API. As previously observed, having a demonstration of the API within the documentation may 
assist with that transition, but what happens when the user actually installs our API, will that confusion still exist? In 
future iterations of this design we will need to address this transition issue.
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Scope of the Product

The API will deal with properly formatted TEI-XML documents. Apitext will not be a parser for TEI-XML documents 
that do not follow typical XML guidelines. By utilizing our API’s GET endpoints, the user will have access to four 
general views: text, markup, XML, annotation, and teiHeader. 

User Characteristics

The API is meant to be used by academics, historians, humanists, etc. We want the API and its documentation to be 
user friendly, and understandable by people with a minimal exposure to this type of technology. It needs to be easy to 
understand, implement, and use.

General Constraints

The API will not validate TEI files. Our product is also not a TEI-XML document viewer. Instead, we are providing the 
tools necessary for software platforms, such as viewers to view helpful elements of TEI-XML documents.
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System Requirements

The API will be written in PHP because because our audience typically has previous experience working within a 
LAMP stack environment. We are assuming that users who will be using our product will have some knowledge of 
TEI-XML files, will has access to a web server, and have the ability to upload files to that server. Our audience may 
also have prior experience working with PHP content management systems. Additionally, we must assume and 
depend on the fact that the TEI-XML files that are being used with our product are in fact valid TEI-XML files.

API Functionality

● The API will expose multiple URI endpoints that will only support HTTP GET requests. 

● There will be four general categories of HTTP responses: text, markup, XML, annotation, and teiHeader. 

● Annotation and teiHeader responses will support the ability to return tag specific information (see the following 
endpoint listing for more details).

The following is a detailed listing of the API’s endpoints and their expected responses.
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www.[website]/[tei-xmlfolder]
● Endpoint Name: Base Folder
● Response: Redirects the client to the API (.../api/v1/)
● Format: Not Applicable

www.[website]/[tei-xmlfolder]/api/v1/
● Endpoint Name: Welcome
● Response: Returns a welcome message and a link to the Resources endpoint.
● Format: HTML, UTF-8

www.[website]/[tei-xmlfolder]/api/v1/resources
● Endpoint Name: Resources
● Response: Returns a listing of available URI endpoints and their response descriptions.
● Format: JSON, UTF-8

www.[website]/[tei-xmlfolder]/api/v1/xml
● Endpoint Name: XML
● Response: Returns the TEI-XML view of the TEI-XML file.
● Format: XML, UTF-8
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www.[website]/[tei-xmlfolder]/api/v1/text
● Endpoint Name: Text
● Response: Returns a text only view of the tei-xml file
● Format: Text, UTF-8

www.[website]/[tei-xmlfolder]/api/v1/markup
● Endpoint Name: Markup
● Response: Returns a markup only (html) view of the tei-xml file.
● Format: HTML, UTF-8

www.[website]/[tei-xmlfolder]/api/v1/annotation
● Endpoint Name: Annotation
● Response: Returns a listing of all annotation tags contained in the tei-xml.
● Format: JSON, UTF-8

www.[website]/[tei-xmlfolder]/api/v1/annotation/[specific tag]
● Endpoint Name: Annotation/[tag]
● Response: Returns a listing of all textual elements that are “tagged” with the specific TEI-XML tag.
● Format: JSON, UTF-8
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www.[website]/[tei-xmlfolder]/api/v1/teiHeader
● Endpoint Name: teiHeader
● Response: Returns a listing of all the first level teiHeader tags contained in the tei-xml file.
● Format: JSON, UTF-8

www.[website]/[tei-xmlfolder]/api/v1/teiHeader/[specific tag]
● Endpoint Name: teiHeader
● Response: Returns a listing of the content that is “tagged” with the specific TEI-XML teiheader tag.
● Format: JSON, UTF-8
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         backlog

The apitext API will process all URI endpoints for a researchers TEI-XML file folder.

● As a TEI-XML Researcher I can use a web browser to navigate to the directory where I store my TEI-XML files 
so that I can get confirmation that the apitext API is handling any HTTP requests for resources located in that 
directory.

● As a TEI-XML Researcher I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add a unsupported endpoint to the URI endpoint so that I can view a standard error message which 
includes a link to the resource's URI endpoint.

● As a TEI-XML Researcher  I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add “/api/v1/” to the end of the URI so that I can view a welcome message for the API.

● As a TEI-XML Researcher  I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add “/api/v1/resources” to the end of the URI so that I can view a listing of available URI endpoints and 
their respective human readable resource descriptions in JSON format.
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The apitext API will process all URI endpoints for a researchers TEI-XML file folder 
(continued).

● As a TEI-XML Researcher I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add “/api/v1/xml” to the end of the URI so that I can view the XML of the TEI-XML file located within that 
directory.

● As a TEI-XML Researcher I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add “/api/v1/text" so that I can view a text representation of the contents of the TEI-XML file located within 
that directory.

● As a TEI-XML Researcher I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add “/api/v1/markup" so that I can view a HTML representation of the contents of the TEI-XML file located 
within that directory.

● As a TEI-XML Researcher I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add “/api/v1/annotation" so that I can view a JSON formatted listing of all "annotation" tags contained 
within the TEI-XML file located within that directory.
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The apitext API will process all URI endpoints for a researchers TEI-XML file folder 
(continued).

● As a TEI-XML Researcher I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add “/api/v1/teiHeader" so that I can view a JSON formatted listing of all "teiHeader" tags contained within 
the TEI-XML file located within that directory.

● As a TEI-XML Researcher I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add “/api/v1/teiHeader/[specific tag]" so that I can view a JSON formatted listing of all textual elements that 
are “tagged” with a specific "teiHeader" TEI-XML tag contained within the TEI-XML file located within that 
directory.

● As a TEI-XML Researcher I can use a web browser to navigate to the directory where I store my TEI-XML files 
and add “/api/v1/annotation/[specific tag]" so that I can view a JSON formatted listing of all textual elements 
that are “tagged” with a specific "annotation" TEI-XML tag contained within the TEI-XML file located within that 
directory.



         backlog

The apitext API documentation can be easily used by users with varying levels of technical 
proficiency.

● As a TEI-XML Researcher  I can use the apitext documentation so that I can learn more about what the 
apitext API does.

● As a TEI-XML Researcher I can use the apitext documentation so that I can learn more about what a 
RESTful API is.

● As a TEI-XML Researcher  I can use the apitext documentation so that I can find out how to install the 
apitext api.

● As a TEI-XML Researcher  I can use the apitext documentation so that I can find out how to view a listing 
of available URI endpoints and their respective human readable resource descriptions.

● As a TEI-XML Researcher  I can use the apitext documentation so that I can find out how to view the XML 
of the TEI-XML file located within my TEI-XML directory.
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The apitext API documentation can be easily used by users with varying levels of technical 
proficiency (continued).

● As a TEI-XML Researcher I can use the apitext documentation so that I can find out how to view the text 
representation of the TEI-XML file located within my TEI-XML directory.

● As a TEI-XML Researcher I can use the apitext documentation so that I can find out how to view the HTML 
representation of the TEI-XML file located within my TEI-XML directory.

● As a TEI-XML Researcher I can use the apitext documentation so that I can find out how to view all 
annotation tags within the TEI-XML file located within my TEI-XML directory.

● As a TEI-XML Researcher I can use the apitext documentation so that I can find out how to view all 
teiHeader tags within the TEI-XML file located within my TEI-XML directory.
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Moderated In-Person Usability Test Plan

Scope:  We will be testing how well the naming conventions of the apitext API matched the expectations of it’s users.

Purpose:  Will the function and hierarchy of the API’s URI endpoints make enough sense to users without the need to 
consult additional documentation.

Schedule & Location:  There were five user test sessions that occurred over a four week period that coincided with 
our four development sprints.

● Wednesday April 13, 2016 - Communications Building - Quiet Classroom - Expert Users
● Wednesday April 20, 2016 - Research Commons - Moderately Noisy Open Space - Expert Users
● Wednesday April 27, 2016 - Eastlake Starbucks - Very Noisy Public Space - Expert Users
● Wednesday May 4, 2016 - Communications Building - Quiet Classroom - Expert Users
● Friday, May 6, 2016 - Anderson Hall - Very Noisy Open Space - Non Expert Users
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Moderated In-Person Usability Test Plan (continued)

Sessions: Each usability testing session lasted between 15 - 20 minutes. The moderator would spend the first 5 
minutes of the session friendly conversing with the user. This served as a warm up for the upcoming task 
completions. The moderator then spent 2 minutes explaining the testing scenario. The user would then be observed 
for approximately 10 to 13 minutes as they completed tasks.

Equipment:  The users completed tasks with an Acer Chromebook, with touchscreen capability and a resolution of 
1536 x 864. There were no audio or video recordings made, all documentation was captured with paper and pencil.

Participants:  There were four expert users (1 male and 3 female), each with varying levels of previous experience 
with the TEI-XML standard. They were previous contacts of Chris Sumption and were asked by him to participate in 
the testing. There was one non expert user (male) with no previous TEI-XML experience that was recruited at random 
during a INFO 491 Capstone class event.
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Moderated In-Person Usability Test Plan (continued)

Scenarios: Each user test session consisted of 4 tasks. Each task was connected to a URI endpoint. Users were 
provided with the URL to a TEI-XML file and were then asked to retrieve specific information from that file using the 
URI endpoints exposed by the API.

Metrics: Only qualitative data was captured during each testing scenario. Users were asked to communicate their 
thought processes as they navigated between the different URI endpoints. They were also encouraged to report 
instances where they experienced any confusion.

Roles:  Chris Sumption acted as moderator and observer during the 4 expert user testing sessions. For the non 
expert user session, Chris Sumption acted as the moderator and Guiyan Bai acted as an observer.
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Expert User Testing Script

Introduction (5 minutes): 
Hi, My name is [name]. [Small talk with the user, ask questions, if conversation permits attempt to illicit thought 
processes -- attempt to get user comfortable sharing with you]

Test Scenario Introduction (2 minutes): 
Our project, apitext is building a prototype RESTful Application Programming Interface (API) for TEI-XML documents 
that provides greater interoperability for these documents and easy to use by an audience with backgrounds in the 
humanities, social sciences, and linguistics. An important component of our prototype are the names of the resources 
that our API exposes and how they are organized hierarchically. You are going to help us by testing those names and 
how they are organized. You will be given four tasks to complete that are related to information retrieval from a 
TEI-XML file. You will be given a URL to our API that you will use to complete those tasks. While you are working, it 
would great if you could talk aloud your actions and your thought process as you work through these tasks. It will 
especially be helpful if you alert us to interactions with the API that are confusing to you.
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Expert User Testing Script (continued)

Testing Scenarios - Wednesday April 13, 2016 -  (13 minutes): 

1. You would like to perform a text analysis of the provided TEI-XML file. Attempt to use the Apitext API to assist 
with this task.

2. You would like to prepare the textual content of the provided TEI-XML file for presentation on your projects 
website. Attempt to use the Apitext API to assist with this task.

3. You would like to display a listing of the types bibliographical information connected with this TEI-XML file on 
your project's web site. Attempt to use the Apitext API to assist with this task.

4. You would like to display a listing of the types of researcher annotation tags connected with this TEI-XML file 
on your project's web site. Attempt to use the Apitext API to assist with this task.
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Expert User Testing Script (continued)

Testing Scenarios - Wednesday April 20, 2016 -  (13 minutes): 

1. You would like to perform a text analysis of the provided TEI-XML file. Attempt to use the Apitext API to assist 
with this task.

2. You would like to prepare the textual content of the provided TEI-XML file for presentation on your projects 
website. Attempt to use the Apitext API to assist with this task.

3. You would like to display a listing of the types bibliographical information connected with this TEI-XML file on 
your project's web site. Attempt to use the Apitext API to assist with this task.

4. You would like to display a listing of the types of researcher annotation tags connected with this TEI-XML file 
on your project's web site. Attempt to use the Apitext API to assist with this task.
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Expert User Testing Script (continued)

Testing Scenarios - Wednesday April 27, 2016 -  (13 minutes): 

1. You would like to perform a text analysis of the provided TEI-XML file. Attempt to use the Apitext API to assist 
with this task.

2. You would like to prepare the textual content of the provided TEI-XML file for presentation on your projects 
website. Attempt to use the Apitext API to assist with this task.

3. You would like to display a listing of the types of researcher annotation tags connected with this TEI-XML file 
on your project's web site. Attempt to use the Apitext API to assist with this task.

4. You would like to display a listing of all people mentioned in the provided TEI-XML file on your project's web 
site. Attempt to use the Apitext API to assist with this task.
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Expert User Testing Script (continued)

Testing Scenarios - Wednesday May 4, 2016 -  (13 minutes): 

1. You would like to perform a text analysis of the provided TEI-XML file. Attempt to use the Apitext API to assist 
with this task.

2. You would like to prepare the textual content of the provided TEI-XML file for presentation on your projects 
website. Attempt to use the Apitext API to assist with this task.

3. You would like to display a listing of the types of researcher annotation tags connected with this TEI-XML file 
on your project's web site. Attempt to use the Apitext API to assist with this task.

4. You would like to display a listing of all people mentioned in the provided TEI-XML file on your project's web 
site. Attempt to use the Apitext API to assist with this task.
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Non Expert User Testing Script

Introduction (5 minutes): 
Hi, My name is [name]. [Small talk with the user, ask questions, if conversation permits attempt to illicit thought 
processes -- attempt to get user comfortable sharing with you]

Test Scenario Introduction (2 minutes): 
Our project, apitext is building a prototype RESTful Application Programming Interface (API) for TEI-XML documents 
that provides greater interoperability for these documents and easy to use by an audience with backgrounds in the 
humanities, social sciences, and linguistics. An important component of our prototype are the names of the resources 
that our API exposes and how they are organized hierarchically. You are going to help us by testing those names and 
how they are organized. You will be given four tasks to complete that are related to information retrieval from a 
TEI-XML file. You will be given a URL to our API that you will use to complete those tasks. While you are working, it 
would great if you could talk aloud your actions and your thought process as you work through these tasks. It will 
especially be helpful if you alert us to interactions with the API that are confusing to you.
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Non Expert User Testing Script (continued)

Testing Scenarios - Friday, May 6, 2016 -  (13 minutes): 

You are a developer that supports a tool for processing data from books (think Amazon, Google Books, etc…). Your 
company has just acquired a new library of books converted to XML files using something called “TEI.” Your boss 
says the library has an API, but no documentation for it. He hands you a URL and asks you to see if the API can be of 
any use to us:

1. The tool you support has text analysis functionality. Can the API provide raw text for this tool or will we need to 
pre process the text with one of our tools?

2. The tool you support has geographical mapping capabilities. Can the API provide a listing of geographical 
places that can then be ported into your tool?
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Wednesday April 13, 2016
Communications Building - Quiet Classroom - Expert Users

Key Findings:
● User seemed to have difficulty understanding the hierarchy of the names listed in the resource page. They 

systematically went down the list trying out each endpoint. They experienced confusion while navigating to the 
“base folder” and “welcome” endpoints.

Recommended Improvements:
● Remove the “base folder” and “welcome” endpoints from the “resources” endpoint list.

○ Rationale: The user has already navigated to the resources page, these endpoints occur before it. It 
interrupts the hierarchy of the navigation.
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Wednesday April 20, 2016
Research Commons - Moderately Noisy Open Space - Expert Users

Key Findings:
● User had difficulty distinguishing the difference between the “text” and “markup” endpoints when attempting to 

complete tasks 1 and 2.
○ The user felt that both the “text” and the “ markup endpoints were basically the same since they provided 

formatting. 
○ User suggested that it might be better to have two separate “text” endpoints. One that only provided just 

the “text” and one that is “formatted text”.

Recommended Improvements:
● Change the output of the “text” endpoint so that it only returns unformatted textual content.

○ Rationale: When you see the word “text” you should only be getting text. That seems more true to REST. 
At this time providing a second “formatted text” option is deemed out of scope due to time constraints.
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Wednesday April 27, 2016
Eastlake Starbucks - Very Noisy Public Space - Expert Users

Key Findings:
● The user experienced confusion when trying to complete tasks 3 and 4. When asked to talk more about the 

confusion, the didn’t understand what the word “tag” referred to in the resources listing. When explained what 
the reference meant, the user explained that “element” would be a better word for that endpoint.

Recommended Improvements:
● Change the word “tag” to “element” in the resource page descriptions.

○ Rationale: TEI documentation uses the word “element” or “element tag”.
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Wednesday May 4, 2016
Communications Building - Quiet Classroom - Expert Users

Key Findings:
● The user experienced confusion when trying to complete tasks 3 and 4. When asked to talk more about the 

confusion, the user didn’t understand the hierarchy of the “annotation” and “teiheader” elements. They wanted to 
see a listing of all elements.

Recommended Improvements:
● Change the hierarchy of the endpoints from “annotation” or “teiheader” to:

○ “element” - a listing of all elements that are found within the document
○ Then “element/annotation” or “element/teiheader”.
○ Rationale: This provides a more understandable hierarchy for the endpoints. It also gives the user more 

flexibility in the type of views that can be returned.
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Friday, May 6, 2016 
Anderson Hall - Very Noisy Open Space - Non Expert Users

Key Findings:
● User experienced frustration with the escape characters in the URL’s. The user wanted to be able to just cut and 

paste them into the browser's search bar.
● The user experienced confusion when trying to retrieve a listing of a specific element.
● The user experienced confusion when reading the “url” descriptions of the endpoints.

Recommended Improvements:
● Add a non escaped URL entry for each endpoint “url” description.
● Add a more verbose explanation for each endpoints “response” description.
● Create or better Highlight the ability to return “index” information from a “elements” enpoint call. 

         usability testing - key findings



media

Pitch Video, Project Poster, Documentation Website, 
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         pitch video

https://youtu.be/IlKqgCywfe8

https://youtu.be/IlKqgCywfe8
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         documentation website http://apitext.github.io
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Delivering a working prototype into the hands of both users and developers has opened the doors to new avenues of 
research and development. Future iterations of this API intend to:

● Provide a more robust catalogue of view types
○ The return of both formatted and unformatted “text” views.
○ When returning a listing of the contents of a “specific element”, the API should be able to:

■ Return both unique and multiple occurrence views.
■ Return unformated, formatted, HTML, and JSON views.

○ The return of element attribute metadata views.
● Allow control over an unlimited set of TEI-XML files

○ Currently, this version of the prototype is capable of controlling only one TEI-XML file.
○ Future versions will be able to control whole libraries of TEI-XML files.

● Support TEI-XML schema validation
○ This version of the prototype does not support schema validation; it assumes the provided XML 

document is well formed XML.
○ Future versions will be able to return information about whether or not the document is valid XML and if 

it is valid TEI.



         recommended features (continued)

● Support static API resource generation
○ Currently, the API dynamically queries the TEI-XML file each time a request is made.
○ If a researcher has published their TEI-XML file, more than likely they will not be modifying that 

document on a regular basis.
○ Future versions should acknowledge this behavior and will:

■ Create static JSON files that will hold the data needed for requested views.
■ Be able to check for new versions of TEI-XML files and be able to react appropriately.

● Support Cross-Origin Resource Sharing (CORS)
○ Currently, clients of the API are required to be located on the same server as the API.
○ Future versions should include functionality that allows users from other domains access to the API.

■ Client domain registration support.
■ Documentation that would assist users but also educate users on the pros and cons of 

implementing this functionality.


